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# **1. Дерево отрезков**

Дерево отрезков — это структура данных, которая позволяет быстро решать задачи на отрезках массива, такие как поиск суммы на отрезке, поиск минимума или максимума на отрезке, изменение элемента массива и т. д.

Дерево отрезков представляет собой двоичное дерево, в котором каждому узлу соответствует отрезок исходного массива. В листовых узлах хранятся значения элементов массива, а в узлах-отрезках хранятся результаты агрегации значений дочерних узлов (например, суммы или минимумы). При запросе к дереву отрезков для заданного отрезка находится наименьший узел, полностью содержащий этот отрезок, и возвращается значение, хранимое в этом узле или его дочерних узлах.

Можно представить дерево отрезков как набор вложенных прямоугольников, где каждый прямоугольник отвечает за определенный диапазон элементов в исходном массиве.

Например, если нужно быстро найти сумму чисел в определенном диапазоне элементов массива, то дерево отрезков может помочь решить эту задачу очень быстро. Вместо того, чтобы перебирать каждый элемент от начала до конца диапазона, мы можем использовать дерево отрезков, чтобы быстро найти сумму элементов, находящихся в нужном диапазоне.

Таким образом, дерево отрезков позволяет эффективно обрабатывать запросы поиска и изменения информации в больших массивах данных.

Дерево отрезков может быть построено за время O(N log N), где N — размер исходного массива. Запросы к дереву отрезков выполняются за время O(log N). Эффективность работы дерева отрезков позволяет его использовать в решении многих задач, связанных с работой с отрезками в массиве.

Дерево отрезков находит применение во многих областях, в том числе в вычислительной геометрии, базах данных, анализе данных, компьютерной графике, алгоритмах машинного обучения и многих других.

Примером использования дерева отрезков является задача о поиске количества точек, находящихся внутри заданной области на плоскости. В этом случае мы можем представить точки на плоскости в виде последовательности координат и построить дерево отрезков на этой последовательности. Затем, используя дерево отрезков, мы можем эффективно находить количество точек, попадающих в заданную область.

Пример построения дерева отрезков и вывод его на экран.

#include <iostream> // подключение библиотеки ввода/вывода

using namespace std; // объявление пространства имен std

struct node // Определение структуры node, которая представляет вершину дерева отрезков.

{

int KeyMin; // Минимальный ключ вершины.

int KeyMax; // Максимальный ключ вершины.

node\* Left; // Указатель на "левого" сына.

node\* Right; // Указатель на "правого" сына.

};

class TREE // Определение класса TREE, который представляет дерево отрезков.

{

private:

node\* Tree; // Указатель на корень дерева.

void Search(int, int, node\*\*); // Определение приватной функции Search, которая рекурсивно ищет место для вставки новой вершины в дерево.

public:

TREE() { Tree = NULL; } // Определение конструктора класса TREE, который инициализирует указатель на корень дерева значением NULL.

void BuildTree(); // Определение публичной функции BuildTree, которая строит дерево отрезков.

node\*\* GetTree() { return &Tree; } // Определение публичной функции GetTree, которая возвращает указатель на корень дерева.

void CleanTree(node\*\*);// Определение публичной функции CleanTree, которая рекурсивно удаляет все вершины дерева.

void Vyvod(node\*\*, int);// Определение публичной функции Vyvod, которая рекурсивно выводит все вершины дерева на экран.

};

void main()

{

setlocale(LC\_ALL, "Rus"); // Установка русской локали для вывода сообщений на кириллице.

TREE A; // Создание объекта класса TREE.

A.BuildTree(); // Вызов функции BuildTree() для построения дерева отрезков.

cout << "\nВывод дерева:\n";

A.Vyvod(A.GetTree(), 0); // Вызов функции Vyvod() для вывода дерева на экран.

A.CleanTree(A.GetTree()); // Вызов функции CleanTree() для удаления дерева из памяти.

cout << "\n";

system("PAUSE"); // Приостановка выполнения программы, ожидание нажатия любой клавиши пользователем.

}

void TREE::BuildTree()

// Построение бинарного дерева (рекурсивный алгоритм).

// Tree - указатель на корень дерева.

{

int k1, k2;

cout << "Введите два целых числа...\n"; // Просим пользователя ввести два целых числа.

cin >> k1; // Читаем первое число из консоли.

cin >> k2; // Читаем второе число из консоли.

Search(k1, k2, &Tree); // Вызываем функцию Search() для поиска места в дереве, куда нужно добавить новый узел.

}

void TREE::Search(int k1, int k2, node\*\* p) // Функция Search - рекурсивно строит дерево отрезков с корнем в вершине, на которую указывает p.

{

if (k2 - k1 > 1)// Если длина отрезка больше 1, то создаем новую вершину дерева.

{

\*p = new (node); // Выделяем память под новую вершину.

(\*\*p).KeyMin = k1; // Устанавливаем минимальное значение ключа вершины.

(\*\*p).KeyMax = k2; // Устанавливаем максимальное значение ключа вершины.

(\*\*p).Left = (\*\*p).Right = NULL; // Инициализируем указатели на левого и правого потомков нулями.

Search(k1, (k1 + k2) / 2, &((\*\*p).Left));// Рекурсивно вызываем функцию Search для левого и правого потомков.

Search((k1 + k2) / 2, k2, &((\*\*p).Right));

}

else // Иначе создаем листовую вершину.

{

\*p = new (node); // Выделяем память под новую вершину.

(\*\*p).KeyMin = k1; // Устанавливаем минимальное значение ключа вершины.

(\*\*p).KeyMax = k2; // Устанавливаем максимальное значение ключа вершины.

(\*\*p).Left = (\*\*p).Right = NULL; // Инициализируем указатели на левого и правого потомков нулями.

}

}

void TREE::CleanTree(node\*\* w)// Функция CleanTree - рекурсивно удаляет все вершины дерева, начиная с корня, на который указывает w.

{

if (\*w != NULL) // Если указатель не равен нулю, то есть вершина существует.

{

CleanTree(&((\*\*w).Left));// Рекурсивно вызываем функцию CleanTree для левого и правого потомков.

CleanTree(&((\*\*w).Right));

delete w; // Удаляем вершину.

}

}

// Функция рекурсивно выводит на экран содержимое дерева отрезков.

// w - указатель на текущую вершину дерева, которую нужно вывести.

// l - текущий уровень вложенности вершины в дерево (для корректного форматирования вывода).

void TREE::Vyvod(node\*\* w, int l)

{

int i; //счетчик для уровня дерева

if (\*w != NULL) // Проверяем, не является ли текущая вершина пустой.

{

Vyvod(&((\*\*w).Right), l + 1);// Рекурсивно выводим правое поддерево.

for (i = 1; i <= l; i++) cout << " ";// Отступаем на текущий уровень и выводим ключи вершины.

cout << (\*\*w).KeyMin << ", " << (\*\*w).KeyMax << endl;//выводим значение ключа на экран

// Рекурсивно выводим левое поддерево.

Vyvod(&((\*\*w).Left), l + 1);

}

}

![](data:image/png;base64,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)

# **2. Пример программы с использованием бинарного дерева поиска**

#include <iostream>// Включаем заголовочный файл для работы со стандартным вводом/выводом

using namespace std;// объявление пространства имен std

struct node // Объявляем структуру для вершины дерева

{

int Key; // Ключ вершины

int Count; // Количество вершин с таким же ключом

node\* Left; // Указатель на левое поддерево

node\* Right; // Указатель на правое поддерево

};

class TREE// Объявляем класс для бинарного дерева

{

private:

node\* Tree; // Указатель на корень дерева

void Search(int, node\*\*); // Поиск вершины с ключом int в дереве со вставкой

public:

TREE() { Tree = NULL; } // Конструктор по умолчанию, инициализирующий корень дерева как NULL

node\*\* GetTree() { return &Tree; } // Получение указателя на корень дерева

void BuildTree(); // Построение дерева

void CleanTree(node\*\*); // Очистка дерева

void ObhodEnd(node\*\*); // Концевой обход дерева

void ObhodLeft(node\*\*); // Левосторонний обход дерева

void ObhodBack(node\*\*); // Обратный обход дерева

void Vyvod(node\*\*, int); // Изображение дерева на экране дисплея

int Height(node\*\*); // Определение высоты бинарного дерева

};

void main() {//вызов главной функции с которой начинается выполнение программы

setlocale(LC\_ALL, "Rus"); // Устанавливаем локаль для корректной работы с русским языком

TREE A; // Создаем объект класса TREE

A.BuildTree(); // Вызываем метод для построения бинарного дерева

cout << "\nВывод дерева:\n";

A.Vyvod(A.GetTree(), 0); // Выводим дерево на экран

cout << "\nВысота дерева:" << A.Height(A.GetTree()) << endl; // Вычисляем высоту дерева и выводим ее на экран

cout << "\nЛевосторонний обход дерева: ";

A.ObhodLeft(A.GetTree()); // Обходим дерево слева направо

cout << "\nКонцевой обход дерева: ";

A.ObhodEnd(A.GetTree()); // Обходим дерево в порядке концевых вершин

cout << "\nОбратный обход дерева: ";

A.ObhodBack(A.GetTree()); // Обходим дерево справа налево

A.CleanTree(A.GetTree()); // Очищаем память, выделенную под дерево

cout << "\n";

system("PAUSE");

}

void TREE::BuildTree()

// Построение бинарного дерева (рекурсивный алгоритм).

// Tree - указатель на корень дерева.

{

int el;//переменная для ввода эелментов

cout << "Вводите ключи вершин дерева ...\n"; // Выводим приглашение на ввод ключей вершин дерева.

cin >> el;

while (el != 0) // Запускаем цикл ввода ключей до тех пор, пока не будет введен 0.

{

Search(el, &Tree); // Ищем вершину с ключом el в дереве и вставляем ее, если ее нет.

cin >> el; // Запрашиваем новый ключ.

}

}

void TREE::Search(int x, node\*\* p)

// Поиск вершины с ключом x в дереве со вставкой (рекурсивный алгоритм).

// \*p - указатель на корень дерева.

{

if (\*p == NULL) // Если указатель на корень дерева равен NULL, значит вершины в дереве нет и ее нужно вставить.

{

\*p = new(node); // Выделяем память для новой вершины и присваиваем указателю на корень дерева адрес этой вершины.

(\*\*p).Key = x; // Присваиваем ключ новой вершине.

(\*\*p).Count = 1; // Присваиваем начальное значение счетчика.

(\*\*p).Left = NULL; // Присваиваем значения NULL указателю на левое поддерево новой вершины.

(\*\*p).Right = NULL; // Присваиваем значения NULL указателю на правое поддерево новой вершины.

}

else if (x < (\*\*p).Key) // Если искомый ключ меньше ключа текущей вершины, идем в левое поддерево.

{

Search(x, &((\*\*p).Left)); // Рекурсивно вызываем функцию поиска для левого поддерева.

}

else if (x > (\*\*p).Key) // Если искомый ключ больше ключа текущей вершины, идем в правое поддерево.

{

Search(x, &((\*\*p).Right)); // Рекурсивно вызываем функцию поиска для правого поддерева.

}

else // Если ключ уже существует в дереве, увеличиваем счетчик этой вершины.

{

(\*\*p).Count = (\*\*p).Count + 1;

}

}

// Левосторонний обход дерева.

// w - указатель на корень дерева.

void TREE::ObhodLeft(node\*\* w)

{

if (\*w != NULL)//если дерево не пустое

{

cout << (\*\*w).Key << " "; // вывод ключа

ObhodLeft(&((\*\*w).Left)); // обход левого поддерева

ObhodLeft(&((\*\*w).Right)); // обход правого поддерева

}

}

// Концевой обход дерева.

// w - указатель на корень дерева.

void TREE::ObhodEnd(node\*\* w)

{

if (\*w != NULL)//если дерево не пустое

{

ObhodEnd(&((\*\*w).Left)); // обход левого поддерева

ObhodEnd(&((\*\*w).Right)); // обход правого поддерева

cout << (\*\*w).Key << " "; // вывод ключа

}

}

// Обратный обход дерева.

// w - указатель на корень дерева.

void TREE::ObhodBack(node\*\* w)

{

if (\*w != NULL)//если дерево не пустое

{

ObhodBack(&((\*\*w).Left)); // обход левого поддерева

cout << (\*\*w).Key << " "; // вывод ключа

ObhodBack(&((\*\*w).Right)); // обход правого поддерева

}

}

void TREE::CleanTree(node\*\* w)

//Очистка дерева.

//\*w - указатель на корень дерева.

{

if (\*w != NULL)//если дерево не пустое

{

CleanTree(&((\*\*w).Left)); // Очистка левого поддерева.

CleanTree(&((\*\*w).Right)); // Очистка правого поддерева.

delete w; // Освобождение памяти, занятой корнем поддерева.

}

}

void TREE::Vyvod(node\*\* w, int l)

//Изображение дерева \*w на экране дисплея

// (рекурсивный алгоритм).

//\*w - указатель на корень дерева.

{

int i;

if (\*w != NULL)//если дерево не пустое

{

Vyvod(&((\*\*w).Right), l + 1); // Рекурсивный вызов функции для правого поддерева с увеличением отступа.

for (i = 1; i <= l; i++) cout << " "; // Вывод отступа для текущего уровня дерева.

cout << (\*\*w).Key << endl; // Вывод значения текущей вершины.

Vyvod(&((\*\*w).Left), l + 1); // Рекурсивный вызов функции для левого поддерева с увеличением отступа.

}

}

int TREE::Height(node\*\* w)

//Определение высоты бинарного дерева.

//\*w - указатель на корень дерева.

{

int h1, h2;

if (\*w == NULL) return (-1); // Для пустого дерева высота равна -1.

else

{

h1 = Height(&((\*\*w).Left)); // Определение высоты левого поддерева.

h2 = Height(&((\*\*w).Right)); // Определение высоты правого поддерева.

if (h1 > h2) return (1 + h1); // Высота дерева равна высоте левого поддерева + 1.

else return (1 + h2); // Высота дерева равна высоте правого поддерева + 1.

}

}
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# **3.Пример программы, выполняющей построение бинарного дерева и его изображение на экране.**

#include <iostream> // подключение библиотеки ввода/вывода

using namespace std; // объявление пространства имен std

struct node

{

int Key; // Ключ вершины

int Count; // Количество вершин с таким же ключом

node\* Left; // Указатель на левое поддерево

node\* Right; // Указатель на правое поддерево

};

struct no // Звено стека

{

node\* elem; // Информационное поле.

int ch; // Уровень вершины.

no\* sled; // Указатель на вершину.

};

class TREE// Объявляем класс для бинарного дерева

{

private:

node\* Tree;// Указатель на корень дерева

void PushStack(no\*\*, node\*\*, int\*);// Помещение звена с элементами \*el и n в

// стек. \*stk - указатель на стек.

void PopStack(no\*\*, node\*\*, int\*); // Извлечение из стека звена

// с элементами \*t и n.

// \*stk - указатель на стек

void VyvodStack(no\*\*); // Вывод содержимого стека на экран дисплея.

// \*stk - указатель на стек.

public:

TREE() { Tree = new(node); (\*Tree).Right = NULL; }// Конструктор класса TREE, Создает объект дерева, устанавливает его корневой элемент, а правый потомок устанавливается в NULL

node\* GetTreeRight() { return (\*Tree).Right; }// Метод GetTreeRight() Возвращает указатель на правого потомка корневого элемента дерева

void TreeSearch(int); // Поиск вершины с информационным полем el в дереве с

// последующим (в случае неудачного поиска!) включением

// в дерево. Tree - указатель на корень дерева.

void VyvodTree(node\*); //Построение дерева, заданного указателем t,

//на экране дисплея (нерекурсивный алгоритм).

};

void main()//вызов главной функции с которой начинается выполнение программы

{

setlocale(LC\_ALL, "Rus");// устанавливаем локаль для вывода на русском языке

TREE A; // создаем объект класса TREE

int el;//переменная для ввода эелментов

cout << "Вводите значения информационных полей вершин: " << endl; // выводим приглашение на ввод элементов

cin >> el; // считываем первый элемент

while (el != 0) // запускаем цикл ввода элементов, пока не введем 0

{

A.TreeSearch(el); // добавляем элемент в дерево

cin >> el; // считываем следующий элемент

}

A.VyvodTree(A.GetTreeRight()); // выводим дерево на экран

cout << "\n"; // выводим пустую строку

system("PAUSE"); // ожидаем ввода пользователем любой клавиши

}

void TREE::TreeSearch(int el)

// Поиск вершины с информационным полем el в дереве с

// последующим (в случае неудачного поиска!) включением

// в дерево. Tree - указатель на корень дерева.

{

node\* p1, \* p2; // указатели на родителя и текущую вершину

int d; // флаг направления движения по дереву

p2 = Tree; // начинаем поиск с корня

p1 = (\*p2).Right; // идем к правому поддереву

d = 1; // инициализируем флаг направления движения

while (p1 != NULL && d != 0) // пока не дошли до конца дерева или не нашли искомый элемент

{

p2 = p1; // переходим на следующую вершину

if (el < (\*p1).Key) { p1 = (\*p1).Left; d = -1; } // если искомый элемент меньше, чем текущий, идем налево

else if (el > (\*p1).Key) { p1 = (\*p1).Right; d = 1; } // если искомый элемент больше, чем текущий, идем направо

else d = 0; // если элемент найден, устанавливаем флаг в 0

}

if (d == 0) (\*p1).Count = (\*p1).Count + 1; // если элемент найден, увеличиваем его счетчик

else // если элемент не найден

{

p1 = new(node); // выделяем память под новую вершину

(\*p1).Key = el; // задаем ключ новой вершины

(\*p1).Left = NULL; // инициализируем указатель на левое поддерево

(\*p1).Right = NULL; // инициализируем указатель на правое поддерево

(\*p1).Count = 1;// Счетчик встречаемости равен 1.

if (d < 0) (\*p2).Left = p1; // Добавляем новую вершину в левое поддерево родителя.

else (\*p2).Right = p1; // Добавляем новую вершину в правое поддерево родителя.

}

}

void TREE::VyvodTree(node\* t)

//Построение дерева, заданного указателем t,

//на экране дисплея (нерекурсивный алгоритм).

{

no\* stk, \* stk1; // Указатели на стеки

node\* u; // Указатель на текущую вершину

int i, n; // Счетчики

stk = stk1 = NULL; // Инициализация указателей на стеки

n = 0; // Инициализация счетчика

while (t != NULL) // Пока не обошли все вершины дерева

{

// Добавляем текущую вершину во второй стек

PushStack(&stk1, &t, &n);

if ((\*t).Right != NULL) // Если есть правый потомок

{

if ((\*t).Left != NULL) // Если есть и левый потомок

PushStack(&stk, &((\*t).Left), &n); // Добавляем левый потомок в первый стек

t = (\*t).Right; // Переходим к правому потомку

}

else // Если нет правого потомка

{

if ((\*t).Left != NULL) // Если есть левый потомок

{

if (stk1 != NULL) // Если во втором стеке есть элементы

{

PopStack(&stk1, &u, &n); // Извлекаем последний элемент из второго стека

for (i = 0; i <= n; i++) cout << " "; // Отступы для вывода на экран

cout << (\*u).Key << endl; // Выводим значение ключа на экран

}

t = (\*t).Left; // Переходим к левому потомку

}

else if (stk == NULL) // Если нет левого потомка и первый стек пуст

t = NULL; // Завершаем цикл

else // Если нет левого потомка и первый стек не пуст

{

// Пока вершина в первом стеке не является родительской для текущей вершины

while ((\*stk).elem != (\*((\*stk1).elem)).Left)

{

PopStack(&stk1, &u, &n); // Извлекаем последний элемент из второго стека

for (i = 0; i <= n; i++) cout << " "; // Отступы для вывода на экран

cout << (\*u).Key << endl; // Выводим значение ключа на экран

}

PopStack(&stk1, &u, &n); // Извлекаем последний элемент из второго стека

for (i = 0; i <= n; i++) cout << " "; // Отступы для вывода на экран

cout << (\*u).Key << endl; // Выводим значение ключа на экран

PopStack(&stk, &t, &n); // Извлекаем последний элемент из первого стека

}

}

n = n + 1;//увеличение счетчика на единицу

}

VyvodStack(&stk1);//вывод стека на экран

}

void TREE::PushStack(no\*\* stk, node\*\* el, int\* n)

// Функция для помещения звена с элементами \*el и \*n в стек.

// stk - указатель на стек.

{

no\* q;//объявление рабочего указателя

q = new(no); // Выделяем память для нового звена в стеке.

(\*q).elem = \*el; // Устанавливаем указатель на элемент в звене стека.

(\*q).ch = \*n; // Устанавливаем число потомков у узла в звене стека.

(\*q).sled = \*stk; // Устанавливаем указатель на предыдущее звено стека в текущее.

\*stk = q; // Устанавливаем указатель на текущее звено стека.

}

void TREE::PopStack(no\*\* stk, node\*\* t, int\* n)

// Функция для извлечения из стека звена с элементами \*t и \*n.

// stk - указатель на стек.

{

no\* q;//объявление рабочего указателя

if (\*stk != NULL) // Если стек не пустой

{

\*t = (\*\*stk).elem; // Устанавливаем указатель на элемент из звена стека.

\*n = (\*\*stk).ch; // Устанавливаем число потомков у узла из звена стека.

q = \*stk; // Сохраняем указатель на текущее звено стека.

\*stk = (\*\*stk).sled; // Устанавливаем указатель на предыдущее звено стека в текущее.

delete q; // Освобождаем память для звена, которое удаляем из стека.

}

}

void TREE::VyvodStack(no\*\* stk)

// Вывод содержимого стека на экран дисплея.

// \*stk - указатель на стек.

{

node\* k; // указатель на узел

int i, n; // переменные для отступов и уровня узла

while (\*stk != NULL)

{

k = (\*\*stk).elem; // получаем элемент из вершины стека

n = (\*\*stk).ch; // получаем количество пробелов для отступа

for (i = 0; i <= n; i++) cout << " "; // выводим отступы

cout << (\*k).Key << endl; // выводим ключ узла

\*stk = (\*\*stk).sled; // переходим к следующему элементу стека

}

}
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# **4.Пример программы, иллюстрирующей поиск заданной вершины в дереве, добавление вершины в дерево, удаление вершины из дерева.**

#include <iostream> // подключение библиотеки ввода/вывода

using namespace std; // объявление пространства имен std

#define TRUE 1 //определение константы TRUE равной 1

#define FALSE 0 //определение константы FALSE равной 0

struct node

{

int Key; // Ключ вершины

int Count; // Количество вершин с таким же ключом

node\* Left; // Указатель на левое поддерево

node\* Right; // Указатель на правое поддерево

};

class TREE

{

private:

node\* Tree;//Указатель на корень дерева.

node\* Res;//Указатель на найденную вершину.

int B; //Признак нахождения вершины в дереве.

//Поиск вершины в дереве (рекурсивный алгоритм).

void Search(int, node\*\*); //Поиск звена x в бинарном дереве

//вершина с заданным ключом имеет две исходящие дуги

void Delete\_1(node\*\*, node\*\*);

public:

TREE() { Tree = NULL; }

node\*\* GetTree() { return &Tree; }

void BuildTree();//Построение бинарного дерева.

//Вывод дерева на экран (рекурсивный алгоритм).

void Vyvod(node\*\*, int);

//Поиск вершины в дереве (нерекурсивный алгоритм).

int Poisk(int);

//Поиск вершины в дереве (рекурсивный алгоритм).

node\* Poisk\_1(int, node\*\*);

//Добавление вершины в дерево (нерекурсивный алгоритм).

void Addition(int);

// Удаление вершины из дерева.

void Delete(node\*\*, int);

};

void main()//вызов главной функции с которой начинается выполнение программы

{

setlocale(LC\_ALL, "Rus"); // установка локали, чтобы корректно работали кириллические символы в консоли

TREE A; // создание объекта класса TREE

int el; // переменная для хранения ключа вершины

A.BuildTree(); // построение дерева

A.Vyvod(A.GetTree(), 0); // вывод дерева на экран

cout << "Введите ключ вершины, которую нужно найти в дереве: ";

cin >> el; // ввод ключа вершины для поиска

if (A.Poisk(el)) // если вершина найдена

cout << "В дереве есть такая вершина!\n"; // вывод сообщения об успешном поиске

else

cout << "В дереве нет такой вершины!\n"; // вывод сообщения о неудачном поиске

cout << "Введите ключ вершины, которую нужно найти в дереве: ";

cin >> el; // ввод ключа вершины для поиска

if (A.Poisk\_1(el, A.GetTree()) != NULL) // если вершина найдена

cout << "В дереве есть такая вершина!\n"; // вывод сообщения об успешном поиске

else

cout << "В дереве нет такой вершины!\n"; // вывод сообщения о неудачном поиске

cout << "Введите ключ добавляемой вершины: ";

cin >> el; // ввод ключа добавляемой вершины

A.Addition(el); // добавление вершины в дерево

A.Vyvod(A.GetTree(), 0); // вывод дерева на экран

cout << "Введите ключ удаляемой вершины: ";

cin >> el; // ввод ключа удаляемой вершины

A.Delete(A.GetTree(), el); // удаление вершины из дерева

A.Vyvod(A.GetTree(), 0); // вывод дерева на экран

cout << "\n";

system("PAUSE"); // приостановка работы программы

}

void TREE::BuildTree()

//Построение бинарного дерева.

//Tree - указатель на вершину дерева.

{

int el;//переменная для ввода эелментов

cout << "Вводите ключи вершин дерева: \n"; // Запрос на ввод ключей вершин дерева.

cin >> el; // Чтение первого ключа.

while (el != 0) // Цикл продолжается, пока не будет введен 0.

{

Search(el, &Tree); // Добавление вершины с ключом el в дерево.

cin >> el; // Чтение следующего ключа.

}

}

void TREE::Vyvod(node\*\* w, int l)

//Изображение дерева w на экране дисплея

// (рекурсивный алгоритм).

//\*w - указатель на корень дерева.

{

int i;//счетчик для уровня дерева

if (\*w != NULL) // Если корень не пустой,

{

Vyvod(&((\*\*w).Right), l + 1); // Рекурсивный вызов функции для правого поддерева.

for (i = 1; i <= l; i++) cout << " "; // Отступ слева для текущей вершины.

cout << (\*\*w).Key << endl; // Вывод ключа текущей вершины.

Vyvod(&((\*\*w).Left), l + 1); // Рекурсивный вызов функции для левого поддерева.

}

}

void TREE::Search(int x, node\*\* p)

// Поиск звена x в бинарном дереве со вставкой (рекурсивный алгоритм).

// \*p - указатель на вершину дерева.

{

if (\*p == NULL) //если дерево не пустое

{

// Вершины в дереве нет; включить ее.

\*p = new(node); // выделение памяти под новое звено

(\*\*p).Key = x; // присвоение значения ключу звена

(\*\*p).Count = 1; // инициализация количества

(\*\*p).Left = (\*\*p).Right = NULL; // инициализация указателей на левое и правое поддеревья

}

else

if (x < (\*\*p).Key)// если x меньше ключа текущего звена, переходим в левое поддерево

Search(x, &((\*\*p).Left));// Рекурсивный вызов для левой подветки дерева.

else

if (x > (\*\*p).Key)// если x больше ключа текущего звена, переходим в правое поддерево

Search(x, &((\*\*p).Right));// Рекурсивный вызов для правой подветки дерева.

else// если x равен ключу текущего звена, увеличиваем значение количества

(\*\*p).Count += 1;// Увеличение счетчика, если ключ уже присутствует в дереве.

}

void TREE::Addition(int k)

// Поиск звена k в бинарном дереве со вставкой (нерекурсивный алгоритм).

// Tree - указатель на вершину дерева.

{

node\* s;//рабочий указатель

Poisk(k); // ищем звено с ключом k

if (!B)

{ // если звено не найдено, вставляем новое

s = new(node); // выделение памяти под новое звено

(\*s).Key = k; // присвоение значения ключу звена

(\*s).Count = 1; // инициализация количества

(\*s).Left = (\*s).Right = NULL; // инициализация указателей на левое и правое поддеревья

if (Tree == NULL) Tree = s; // если дерево пустое, новое звено становится корнем

else

if (k < (\*Res).Key) (\*Res).Left = s; // если k меньше ключа найденного звена, новое звено становится левым потомком найденного звена

else (\*Res).Right = s; // если k больше ключа найденного звена, новое звено становится правым потомком найденного звена

}

else (\*Res).Count += 1; // если звено найдено, увеличиваем значение количества

}

int TREE::Poisk(int k)

// Поиск вершины с ключом k в дереве

// (нерекурсивный алгоритм).

// Tree - указатель на бинарное дерево.

// Res - указатель на найденную вершину

// или на лист, к которому можно присоединить новую вершину.

{

node\* p, \* q; //рабочие указатели

B = FALSE; //флаг нахождения элемента в дереве

p = Tree;//устанавливаем указатель на начало дерева

if (Tree != NULL) //если дерево не пустое

do

{

q = p; //указатель на родительский узел

if ((\*p).Key == k) B = TRUE; //элемент найден

else//элемент не найден

{

q = p;

if (k < (\*p).Key) p = (\*p).Left; //двигаемся влево

else p = (\*p).Right; //двигаемся вправо

}

} while (!B && p != NULL); //пока не найден элемент и не достигнут конец дерева

Res = q; //указатель на последний просмотренный узел

return B; //возвращаем флаг нахождения элемента

}

node\* TREE::Poisk\_1(int k, node\*\* p)

// Поиск вершины с ключом k в дереве

// (рекурсивный алгоритм).

// \*p - указатель на корень дерева.

{

if (\*p == NULL) {

return (NULL); // Если корень пустой, вернуть NULL

}

else if ((\*\*p).Key == k) {// Если найден ключ k

return (\*p); //вернуть указатель на эту вершину

}

else if (k < (\*\*p).Key) {// если k меньше ключа текущего звена

return Poisk\_1(k, &((\*\*p).Left)); // Рекурсивный поиск в левом поддереве

}

else {// если k больше ключа текущего звена

return Poisk\_1(k, &((\*\*p).Right)); // Рекурсивный поиск в правом поддереве

}

}

void TREE::Delete(node\*\* p, int k)

// Удаление вершины k из бинарного дерева.

// \*p - указатель на корень дерева.

{

node\* q;//объявление рабочего указателя

if (\*p == NULL) {//если дерево пустое

cout << "Вершина с заданным ключом не найдена!\n"; // Вершина с заданным ключом не найдена

}

else if (k < (\*\*p).Key) {// если k меньше ключа текущего звена

Delete(&((\*\*p).Left), k); // Рекурсивный вызов для левого поддерева

}

else if (k > (\*\*p).Key) {// если k больше ключа текущего звена

Delete(&((\*\*p).Right), k); // Рекурсивный вызов для правого поддерева

}

else {// Если вершина с ключом k найдена, то выполняется удаление этой вершины

q = \*p;

if ((\*q).Right == NULL) {// Если у вершины q нет правого поддерева, то её левое поддерево становится на место q

\*p = (\*q).Left;//левое поддерево становится на место q

delete q; // Удаление вершины q, которая не имеет правого поддерева

}

else if ((\*q).Left == NULL) {// Если у вершины q нет левого поддерева, то её правое поддерево становится на место q

\*p = (\*q).Right;//правое поддерево становится на место q

delete q; // Удаление вершины q, которая не имеет левого поддерева

}

else {// Если у вершины q есть и левое, и правое поддеревья, то удаляем у неё максимальный элемент в левом поддереве

Delete\_1(&((\*q).Left), &q); // Удаление вершины q, которая имеет и левое, и правое поддеревья

}

}

}

void TREE::Delete\_1(node\*\* r, node\*\* q)

{

node\* s;//объявление рабочего указателя

if ((\*\*r).Right == NULL) // Если правое поддерево \*r пусто

{

(\*\*q).Key = (\*\*r).Key; (\*\*q).Count = (\*\*r).Count; // Копируем ключ и счётчик из \*r в \*q

\*q = \*r; // Переносим ссылку на \*r в \*q

s = \*r; \*r = (\*\*r).Left; delete s; // Удаляем \*r и делаем (\*r)-левое поддерево единственным поддеревом \*\*q.

}

else Delete\_1(&((\*\*r).Right), q); // Иначе выполняем удаление в правом поддереве \*\*r

}
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# **5.пpогpамма постpоения деpева-фоpмулы по заданной постфиксной фоpмуле и использование постpоенного деpева для получения пpефиксной и инфиксной фоpмул.**

#include <stdio.h>// Подключение библиотеки stdio.h

#include <conio.h>// Подключение библиотеки conio.h

#include <iostream>// Подключение библиотеки iostream

using namespace std;

struct Uzel //Тип узла дерева.

{

char Key; // Символ

Uzel\* Left; // Указатель на левый узел

Uzel\* Right; // Указатель на правый узел

};

struct zveno //Тип звена стека.

{

Uzel\* Element; // Указатель на узел

zveno\* Sled; // Указатель на следующее звено стека

};

class Tree// Описание класса дерева

{

private:

Uzel\* Root; //Указатель на корень дерева.

zveno\* Stack;// Указатель на стек

public:

Tree(); // Конструктор класса

void Udalenie(Uzel\*\*); // Удаление дерева

void V\_stack(Uzel\*); // Добавление элемента в стек

void PrintTree(Uzel\*, int); //Вывод деpева на экpан дисплея

void Print\_Tree\_Left(Uzel\*, int); //Левостоpонний обход бинаpного деpева

void Print\_Tree\_End(Uzel\*, int); //Концевой обход бинаpного деpева

void Print\_Tree\_Back(Uzel\*, int); //Обpатный обход бинаpного деpева

Uzel\* GetTree() { return Root; };// Получение указателя на корень дерева

};

void Tree::V\_stack(Uzel\* Elem)

//Добавление элемента в стек.

{

zveno\* q = new (zveno); //Выделение памяти для нового звена стека.

q->Element = Elem; //Присваивание элементу звена значение переданного элемента.

q->Sled = Stack; //Установка указателя на следующий элемент стека на текущий верхний элемент.

Stack = q; //Перестановка указателя на верхний элемент на добавленный элемент.

}

void Tree::Udalenie(Uzel\*\* tmp)

//Удаление элемента из стека.

{

zveno\* q; //Указатель на элемент стека, который нужно удалить.

if (Stack != NULL) //Если стек не пуст.

{

(\*tmp) = Stack->Element; //Присваивание удаляемому элементу значения верхнего элемента стека.

q = Stack; //Установка указателя на удаляемый элемент на верхний элемент стека.

Stack = Stack->Sled; //Перестановка указателя на верхний элемент на следующий элемент стека.

delete q; //Удаление верхнего элемента стека.

}

}

void Tree::PrintTree(Uzel\* w, int l)

//Рекурсивный вывод дерева на экран дисплея в виде дерева.

{

if (w != NULL) //Если элемент не равен NULL.

{

PrintTree(w->Right, l + 1); //Рекурсивный вывод правого поддерева дерева.

for (int i = 1; i <= l; i++) cout << " "; //Отступы перед выводом значения узла.

cout << w->Key << endl; //Вывод значения узла.

PrintTree(w->Left, l + 1); //Рекурсивный вывод левого поддерева дерева.

}

}

void Tree::Print\_Tree\_Left(Uzel\* w, int l)// Левосторонний обход бинарного дерева.

{

if (w != NULL)//если дерево не пустое

{

cout << w->Key << " "; // Выводим значение узла.

Print\_Tree\_Left(w->Left, l + 1); // Рекурсивный вызов для левого поддерева.

Print\_Tree\_Left(w->Right, l + 1); // Рекурсивный вызов для правого поддерева.

}

}

void Tree::Print\_Tree\_End(Uzel\* w, int l)// Концевой обход бинарного дерева.

{

if (w != NULL)//если дерево не пустое

{

Print\_Tree\_End(w->Left, l + 1); // Рекурсивный вызов для левого поддерева.

Print\_Tree\_End(w->Right, l + 1); // Рекурсивный вызов для правого поддерева.

cout << w->Key << " "; // Выводим значение узла.

}

}

void Tree::Print\_Tree\_Back(Uzel\* w, int l)

// Обратный обход бинарного дерева.

{

if (w != NULL)//если дерево не пустое

{

cout << "("; // Начинаем выражение для текущего узла.

Print\_Tree\_Back(w->Left, l + 1); // Рекурсивный вызов для левого поддерева.

cout << w->Key << " "; // Выводим значение узла.

Print\_Tree\_Back(w->Right, l + 1); // Рекурсивный вызов для правого поддерева.

cout << ")"; // Заканчиваем выражение для текущего узла.

}

}

Tree::Tree()

{

Stack = NULL; //Вначале опустошим стек.

//Фоpмиpование заглавного звена деpева.

Root = new (Uzel);

Root->Right = NULL;

}

void main()

{

setlocale(LC\_ALL, "Rus");

//Установка текущего языка ввода/вывода на русский.

char Formula\_Post[30];//Создание массива для хранения постфиксной формулы.

char k; //Вспомогательная пеpеменная.

Uzel\* Ukazatel = NULL;//Установка указателя на NULL.

cout << "Введите фоpмулу, записанную в постфиксной фоpме... \n"; //Вывод сообщения на экран.

gets\_s(Formula\_Post); //Чтение постфиксной формулы из консоли и сохранение в массиве Formula\_Post.

strrev(Formula\_Post); //Переворот строки Formula\_Post.

cout << "Пpиступим к постpоению деpева-фоpмулы...\n"; //Вывод сообщения на экран.

Tree A; //Создание объекта класса Tree.

Uzel\* Temp = A.GetTree(); //Текущий указатель.

//Фоpмиpование деpева поиска и вывод его на экpан.

for (int i = 0; i < strlen(Formula\_Post); i++)

{

k = Formula\_Post[i];

if (strchr("+-\*/^", k) != NULL)//Пеpеходим к анализу символа k.

{ //Символ - опеpация.

if (Temp->Right == NULL) //Отсутствует пpавая дуга.

{

Temp->Right = new (Uzel);//Резеpвиpование места для вставляемого узла.

Temp = Temp->Right;// Установка указателя на вставляемый узел.

Temp->Key = k;//Инициализация вставляемого узла.

Temp->Left = Temp->Right = NULL;//установка дочерних элемнтов в NULL

A.V\_stack(Temp);//Ссылка на пpедыдущий узел --> стек.

}

else //Есть пpавая дуга.

{

Temp->Left = new (Uzel);//Резеpвиpование места для вставляемого узла.

Temp = Temp->Left;// Установка указателя на вставляемый узел.

Temp->Key = k;// Инициализация вставляемого узла.

Temp->Left = Temp->Right = NULL;//установка дочерних элемнтов в NULL

A.V\_stack(Temp);//Ссылка на пpедыдущий узел --> стек.

}

}

else //Символ - опеpанд.

if (Temp->Right == NULL) //Отсутствует пpавая дуга.

{

Temp->Right = new (Uzel);//Резеpвиpование места для вставляемого узла.

Temp = Temp->Right;// Установка указателя на вставляемый узел.

Temp->Key = k;//Инициализация вставляемого узла.

Temp->Left = Temp->Right = NULL;//установка дочерних элемнтов в NULL

A.Udalenie(&Ukazatel);// Текущий указатель "возвpащается" назад.

Temp = Ukazatel;

}

else //Есть пpавая дуга.

{

Temp->Left = new (Uzel);//Резеpвиpование места для вставляемого узла.

Temp = Temp->Left;// Установка указателя на вставляемый узел.

Temp->Key = k;// Инициализация вставляемого узла.

Temp->Left = Temp->Right = NULL;;//установка дочерних элемнтов в NULL

A.Udalenie(&Ukazatel);// Текущий указатель "возвpащается" назад.

Temp = Ukazatel;

}

} //Конец for.

cout << "\nКонтpольный вывод деpева-фоpмулы...\n";

A.PrintTree(A.GetTree()->Right, 0);//Вывод контрольного дерева-формулы.

cout << "Пеpед Вами фоpмула, записанная в инфиксной фоpме...\n";

A.Print\_Tree\_Back(A.GetTree()->Right, 0);//Вывод формулы, записанной в инфиксной форме.

cout << endl;//переход на новую строку

cout << "------------------------------------------ \n";

cout << "Пеpед Вами фоpмула, записанная в пpефиксной фоpме...\n";

A.Print\_Tree\_Left(A.GetTree()->Right, 0);//Вывод формулы, записанной в префиксной форме.

cout << endl;//переход на новую строку

cout << "------------------------------------------ \n";

cout << "Пеpед Вами фоpмула, записанная в постфиксной фоpме...\n";

A.Print\_Tree\_End(A.GetTree()->Right, 0);//Вывод формулы, записанной в постфиксной форме.

cout << "\n";//переход на новую строку

system("PAUSE");//Ожидание нажатия клавиши для завершения работы программы.

}
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